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Spring boot, jersey, swagger-2017

Spring, Boot, Jersey,swagger
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Spring Boot

Spring Boot makes it easy to create stand-alone, production-grade Spring based Applications that you can "just run".

# Features

* Create stand-alone Spring applications
* Embed Tomcat, Jetty or Undertow directly (no need to deploy WAR files)
* Provide opinionated 'starter' POMs to simplify your Maven configuration
* Automatically configure Spring whenever possible
* Provide production-ready features such as metrics, health checks and externalized configuration
* Absolutely **no code generation** and **no requirement for XML** configuration

Spring Boot Basic Web Application

# **Project Structure**
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# **Maven Configuration (pom.xml)**

<project xmlns=*"http://maven.apache.org/POM/4.0.0"* xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://maven.apache.org/POM/4.0.0 http://maven.apache.org/maven-v4\_0\_0.xsd"*>

<modelVersion>4.0.0</modelVersion>

<groupId>springboot1</groupId>

<artifactId>springboot1</artifactId>

<packaging>war</packaging>

<version>0.0.1-SNAPSHOT</version>

<name>springboot1 Maven Webapp</name>

<url>http://maven.apache.org</url>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>1.2.7.RELEASE</version>

</parent>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-tomcat</artifactId>

<scope>provided</scope>

</dependency>

<dependency>

<groupId>org.apache.tomcat.embed</groupId>

<artifactId>tomcat-embed-jasper</artifactId>

<scope>provided</scope>

</dependency>

<dependency>

<groupId>javax.servlet</groupId>

<artifactId>jstl</artifactId>

</dependency>

</dependencies>

<build>

<finalName>springboot1</finalName>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-compiler-plugin</artifactId>

<configuration>

<source>1.8</source>

<target>1.8</target>

</configuration>

</plugin>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

# **WEB-INF/pages**

## **Index.jsp**

<!DOCTYPE html>

<%@ taglib prefix=*"c"* uri=*"http://java.sun.com/jsp/jstl/core"*%>

<html>

<body>

<h2>Welcome to the World of Spring Boot</h2>

<h2>Message From Server : ${message}</h2>

<a href=*"login"*> Login </a>

<p>

</body>

</html>

## **Login.jsp**

<!DOCTYPE html>

<%@ taglib prefix=*"c"* uri=*"http://java.sun.com/jsp/jstl/core"*%>

<html>

<body>

<h2>Login with your credentials</h2>

<form action=*"loginSubmit"* method=*"post"*>

Username: <input type=*"text"* name=*"username"* value=*""*>

<input type=*"submit"* value=*"Submit"* name=*"submit"*>

</form>

</body>

</html>

## **Show.jsp**

<!DOCTYPE html>

<%@ taglib prefix=*"c"* uri=*"http://java.sun.com/jsp/jstl/core"*%>

<html>

<body>

<h2>You have successfully logged in ${name}</h2>

</body>

</html>

# **Application Configuration (application.properties)**

server.contextPath=/springboot1

spring.view.prefix: /WEB-INF/pages/

spring.view.suffix: .jsp

server.port=8090

#application.message: Hello World

# **Java Code**

## **Application.java**

**package** com.ddlab.rnd.spring.boot;

**import** org.springframework.boot.SpringApplication;

**import** org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

**public** **class** Application {

**public** **static** **void** main(String[] args) {

SpringApplication.*run*(Application.**class**, args);

}

}

## **IndexPageController.java**

**package** com.ddlab.rnd.spring.boot;

**import** java.util.HashMap;

**import** java.util.Map;

**import** org.springframework.stereotype.Controller;

**import** org.springframework.web.bind.annotation.RequestMapping;

**import** org.springframework.web.servlet.ModelAndView;

@Controller

**public** **class** IndexPageController {

@RequestMapping("/")

**public** ModelAndView index() {

Map<String, String> map = **new** HashMap<String, String>();

map.put("message", "A warm welcome to you.");

**return** **new** ModelAndView("index", map);

}

}

## **LoginPageController.java**

**package** com.ddlab.rnd.spring.boot;

**import** org.springframework.stereotype.Controller;

**import** org.springframework.web.bind.annotation.RequestMapping;

@Controller

**public** **class** LoginPageController {

@RequestMapping("/login")

**public** String login() {

**return** "login";

}

}

## **LoginSubmitController.java**

**package** com.ddlab.rnd.spring.boot;

**import** java.io.UnsupportedEncodingException;

**import** java.net.URLDecoder;

**import** java.util.HashMap;

**import** java.util.LinkedHashMap;

**import** java.util.Map;

**import** org.springframework.stereotype.Controller;

**import** org.springframework.web.bind.annotation.RequestBody;

**import** org.springframework.web.bind.annotation.RequestMapping;

**import** org.springframework.web.bind.annotation.RequestMethod;

**import** org.springframework.web.servlet.ModelAndView;

@Controller

**public** **class** LoginSubmitController {

@RequestMapping(value="/loginSubmit", method=RequestMethod.***POST***)

~~// public ModelAndView loginSubmit( @ModelAttribute ModelMap modelMap ) { //~~

**public** ModelAndView loginSubmit(@RequestBody String body) **throws** Exception {

Map<String,String> paramMap = *splitQuery*(body);

System.***out***.println(paramMap);

System.***out***.println(body);

Map<String, String> map = **new** HashMap<String, String>();

// map.put("name", "Piku");

map.put("name", paramMap.get("username"));

**return** **new** ModelAndView("show", map);

// return "index";

}

**public** **static** Map<String, String> splitQuery(String query) **throws** UnsupportedEncodingException {

Map<String, String> query\_pairs = **new** LinkedHashMap<String, String>();

String[] pairs = query.split("&");

**for** (String pair : pairs) {

**int** idx = pair.indexOf("=");

query\_pairs.put(URLDecoder.*decode*(pair.substring(0, idx), "UTF-8"), URLDecoder.*decode*(pair.substring(idx + 1), "UTF-8"));

}

**return** query\_pairs;

}

}

Spring Boot With Jersey

# **Project Structure**
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# **Maven Configuration (pom.xml)**

<project xmlns=*"http://maven.apache.org/POM/4.0.0"* xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd"*>

<modelVersion>4.0.0</modelVersion>

<groupId>springbootjersey2</groupId>

<artifactId>springbootjersey2</artifactId>

<version>0.0.1-SNAPSHOT</version>

<packaging>jar</packaging>

<name>springbootjersey2</name>

<url>http://maven.apache.org</url>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>1.2.7.RELEASE</version>

</parent>

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

</properties>

<dependencies>

<dependency>

<!-- only dependency needed for spring boot jersey -->

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-jersey</artifactId>

</dependency>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<scope>test</scope>

</dependency>

<dependency>

<groupId>org.codehaus.jackson</groupId>

<artifactId>jackson-core-asl</artifactId>

<version>1.9.13</version>

</dependency>

<dependency>

<groupId>org.codehaus.jackson</groupId>

<artifactId>jackson-mapper-asl</artifactId>

<version>1.9.13</version>

</dependency>

<dependency>

<groupId>org.glassfish.jersey.media</groupId>

<artifactId>jersey-media-multipart</artifactId>

<version>2.14</version>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-compiler-plugin</artifactId>

<configuration>

<source>1.8</source>

<target>1.8</target>

</configuration>

</plugin>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

# **Application Configuration (application.properties)**

server.contextPath=/springbootjersey2/api

server.port=8090

#logging.path=E:/springboot-2017/springbootjersey2/logs

#logging.path does not work, hence give the full path with file name

logging.file=E:/springboot-2017/springbootjersey2/logs/springbootjersy2.log

# **Java Code**

## **Spring Boot and Config specific java classes**

Make sure that both the java classes are in the same package.

## **SpringBootJerseyApplication.java**

**package** com.ddlab.rnd.springboot.jersey;

**import** org.springframework.boot.SpringApplication;

**import** org.springframework.boot.autoconfigure.SpringBootApplication;

**import** org.springframework.context.annotation.ComponentScan;

@ComponentScan(basePackages={"com.ddlab.\*"})

@SpringBootApplication

**public** **class** SpringBootJerseyApplication {

**public** **static** **void** main(String[] args) {

SpringApplication.*run*(SpringBootJerseyApplication.**class**, args);

}

}

## **Jersey Configuration Java File**

It is not always necessary that the file name should be JerseyConfig.java as mentioned in various websites. The Java class name can be anything.

## **ApplicationPkgs.java**

**package** com.ddlab.rnd.springboot.jersey;

**import** java.util.HashSet;

**import** java.util.Set;

**import** org.glassfish.jersey.jackson.JacksonFeature;

**import** org.glassfish.jersey.media.multipart.MultiPartFeature;

**import** org.glassfish.jersey.server.ResourceConfig;

**import** org.springframework.stereotype.Component;

**import** com.ddlab.web.resources.ITCDownloadService;

**import** com.ddlab.web.resources.ITCResources;

**import** com.ddlab.web.resources.ITCUploadService;

//To know about WADl : GET http://localhost:8090/springbootjersey2/api/application.wadl

**@Component** **//~~ This is mandatory**

**public** **class** ApplicationPkgs **extends** ResourceConfig {

**public** ApplicationPkgs() {

// super( ITCResources.class,ITCUploadService.class,ITCDownloadService.class,JacksonFeature.class,MultiPartFeature.class);

// OR you can write below

Set<Class<?>> classes = **new** HashSet<Class<?>>();

classes.add(ITCResources.**class**);

classes.add(ITCUploadService.**class**);

classes.add(ITCDownloadService.**class**);

classes.add(JacksonFeature.**class**);

classes.add(MultiPartFeature.**class**);

registerClasses(classes);

}

}

# **Resource Layer**

## **BaseResource.java**

**package** com.ddlab.web.resources;

**import** java.nio.file.AccessDeniedException;

**import** javax.ws.rs.NotFoundException;

**import** javax.ws.rs.WebApplicationException;

**import** javax.ws.rs.core.Response;

**import** javax.ws.rs.core.Response.Status;

**public** **class** BaseResource {

**protected** WebApplicationException createWebappException(Exception incomingException) {

Status status;

String string = **null**;

**if** (incomingException **instanceof** SecurityException || incomingException **instanceof** AccessDeniedException) {

status = Status.***FORBIDDEN***;

} **else** **if** (incomingException **instanceof** IllegalArgumentException) {

status = Status.***BAD\_REQUEST***;

string=incomingException.getMessage();

} **else** **if** (incomingException **instanceof** NotFoundException) {

status = Status.***NOT\_FOUND***;

string=incomingException.getMessage();

} **else** **if** (incomingException **instanceof** Exception) {

status = Status.***INTERNAL\_SERVER\_ERROR***;

} **else** {

status = Status.***INTERNAL\_SERVER\_ERROR***;

}

**return** **new** WebApplicationException(Response.*status*(status).entity(string).type("text/plain").build());

}

}

## **ITCResources.java**

**package** com.ddlab.web.resources;

**import** javax.ws.rs.Consumes;

**import** javax.ws.rs.FormParam;

**import** javax.ws.rs.GET;

**import** javax.ws.rs.HeaderParam;

**import** javax.ws.rs.MatrixParam;

**import** javax.ws.rs.POST;

**import** javax.ws.rs.Path;

**import** javax.ws.rs.PathParam;

**import** javax.ws.rs.Produces;

**import** javax.ws.rs.QueryParam;

**import** javax.ws.rs.core.MediaType;

**import** javax.ws.rs.core.Response;

**import** javax.ws.rs.core.Response.Status;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.beans.factory.annotation.Qualifier;

**import** com.ddlab.entity.User;

**import** com.ddlab.services.IUserService;

@Path("/itc")

**public** **class** ITCResources **extends** BaseResource {

@Autowired @Qualifier("userService")

**private** IUserService userService;

@GET

**public** String message() {

**return** "Hello " + "Piku, you got spring with Jersey";

}

//GET http://localhost:8090/springbootjersey2/api/itc/user/0

//Status Code : 400 Bad Request

//Response body : Id cannot be 0, enter a valid id

@Path("/user/{id}")

@GET

@Produces({ MediaType.***APPLICATION\_XML***, MediaType.***APPLICATION\_JSON*** })

**public** Response getUserById(@PathParam("id") **int** id) {

**if**( id == 0 ) **throw** createWebappException(**new** IllegalArgumentException("Id cannot be 0, enter a valid id"));

User user = **new** User();

user.setFirstName("Deb");

user.setLastName("Mishra");

user.setId(id);

**return** Response.*ok*().entity(user).build();

}

//GET http://localhost:8090/springbootjersey2/api/itc/address/USA

//GET http://localhost:8090/springbootjersey2/api/itc/address/europe

//Status Code : 200 OK

@Path("/address/{areaCode}") //USA,EUROPE

@GET

@Produces(MediaType.***TEXT\_PLAIN***)

**public** Response getAddressByCode(@PathParam("areaCode") String areaCode) {

String addressString = **null**;

**try** {

**if** (areaCode.equalsIgnoreCase("USA"))

addressString = "12 North State, Route 17,Suite 303,Paramus,1234";

**else** **if** (areaCode.equalsIgnoreCase("Europe"))

addressString = "Newell Consulting Oy,P.O. Box 16 , Olari,02211 ";

**else** **if** (areaCode.equalsIgnoreCase("Africa"))

addressString = "Johannesburg,2nd Floor, West Tower,Nelson Mandela Square,Maude Street, Sandton,Johannesburg, 2196";

**else** **if** (areaCode.equalsIgnoreCase("Asia"))

addressString = "ITC Infotech India Limited, 18, Banaswadi Main Rd, Maruthi Sevanagar, Bangalore, 560005";

**else** {

addressString = "No such area code exists for ITC";

}

} **catch** (Exception e) {

**throw** createWebappException( **new** IllegalArgumentException("No such area code exists for ITC"));

}

**return** Response.*ok*().entity(addressString).build();

}

// ~~~~~~~~~~~~~~~~~~~~~~~ @QueryParam ~~~~~~~~~~~~~~~~~~~~~~~~~~~~

//GET http://localhost:8090/springbootjersey2/api/itc/regionaladdress/Europe?country=SE

//Status Code : 200 OK

@Path("/regionaladdress/{areaCode}") //USA,EUROPE

@GET

@Produces(MediaType.***TEXT\_PLAIN***)

**public** Response getAddressByCountry(@PathParam("areaCode") String areaCode, @QueryParam("country") String country) {

String adrsByCountry = **null**;

**try** {

**if** (areaCode.equalsIgnoreCase("USA")

&& country.equalsIgnoreCase("NJ"))

adrsByCountry = "12 North State, Route 17,Suite 303,Paramus,New Jersey,NJ-07652";

**else** **if** (areaCode.equalsIgnoreCase("Europe")

&& country.equalsIgnoreCase("FI"))

adrsByCountry = "Newell Consulting Oy,P.O. Box 16 , Olari,02211 Espoo, Helsinki";

**else** **if** (areaCode.equalsIgnoreCase("Europe")

&& country.equalsIgnoreCase("SE"))

adrsByCountry = "C/o Matrisen AB,Box 22059 , 104 22 Stockholm";

**else** **if** (areaCode.equalsIgnoreCase("Europe")

&& country.equalsIgnoreCase("DK"))

adrsByCountry = "Havnegade 39, 3. sal,1058 Copenhagen K";

**else** **if** (areaCode.equalsIgnoreCase("Asia")

&& country.equalsIgnoreCase("IN"))

adrsByCountry = "ITC Infotech India Limited, 18, Banaswadi Main Rd, Maruthi Sevanagar, Bangalore, 560005";

**else**

adrsByCountry = "No such area code exists for ITC";

} **catch** (Exception e) {

**throw** createWebappException( **new** IllegalArgumentException("No such area code exists for ITC"));

}

**return** Response.*ok*().entity(adrsByCountry).build();

}

// ~~~~~~~~~~~~~~~~~~~~~~~ @MatrixParam ~~~~~~~~~~~~~~~~~~~~~~~~~~~~

//GET http://localhost:8090/springbootjersey2/api/itc/itcaddress;country=FI;areacode=europe

//Status Code : 200 OK

@Path("/itcaddress")

@GET

@Produces(MediaType.***TEXT\_PLAIN***)

**public** Response getITCAddress(@MatrixParam("country") String country, @MatrixParam("areacode") String areaCode) {

**return** getAddressByCountry(areaCode, country);

}

// ~~~~~~~~~~~~~~~~~~~~~~~ @FormParam ~~~~~~~~~~~~~~~~~~~~~~~~~~~~

//POST http://localhost:8090/springbootjersey2/api/itc/postaladdress

//Content-Type : application/x-www-form-urlencoded

//Body : country=FI&areacode=Europe

//Status Code : 200 OK

@Path("/postaladdress")

@POST

@Produces(MediaType.***TEXT\_PLAIN***)

**public** Response postNGetITCAddress(@FormParam("country") String country,@FormParam("areacode") String areaCode) {

**return** getAddressByCountry(areaCode, country);

}

/\*

\* POST http://localhost:8090/springbootjersey2/api/itc/createuser

\* Content-Type : application/json

\* Body :

\* {

\* "firstName" : "Deb",

\* "lastName" : "Mishra",

\* "id" : 1

\* }

\*

\* Response Status Code: 201 Created

\*/

@Path("/createuser")

@POST

@Consumes({ MediaType.***APPLICATION\_XML***, MediaType.***APPLICATION\_JSON*** })

@Produces({ MediaType.***APPLICATION\_XML***, MediaType.***APPLICATION\_JSON*** })

**public** Response createEmp(User user) {

userService.createUser(user);

**return** Response.*status*(Status.***CREATED***).entity("User " + user.getFirstName()+" created successfully...").build();

}

/\*

\* To know the user-agent header

\* GET http://localhost:8090/springjersey/api/headers/get

\*

\* Response will be

\* In FireFox

\* addUser is called, userAgent : Mozilla/5.0 (Windows NT 10.0; WOW64; rv:52.0) Gecko/20100101 Firefox/52.0

\*

\* In Chrome

\* addUser is called, userAgent : Mozilla/5.0 (Windows NT 10.0; Win64; x64) AppleWebKit/537.36 (KHTML, like Gecko) Chrome/57.0.2987.133 Safari/537.36

\*/

@GET

@Path("/headers/get")

**public** Response addUser(@HeaderParam("user-agent") String userAgent) {

String msg = "addUser is called, userAgent : " + userAgent;

**return** Response.*status*(200).entity(msg).build();

}

}

## **ITCUploadService.java**

**package** com.ddlab.web.resources;

**import** java.io.IOException;

**import** java.io.InputStream;

**import** java.util.List;

**import** java.util.Map;

**import** javax.ws.rs.Consumes;

**import** javax.ws.rs.POST;

**import** javax.ws.rs.Path;

**import** javax.ws.rs.core.MediaType;

**import** javax.ws.rs.core.Response;

**import** org.glassfish.jersey.media.multipart.BodyPart;

**import** org.glassfish.jersey.media.multipart.BodyPartEntity;

**import** org.glassfish.jersey.media.multipart.ContentDisposition;

**import** org.glassfish.jersey.media.multipart.FormDataBodyPart;

**import** org.glassfish.jersey.media.multipart.FormDataContentDisposition;

**import** org.glassfish.jersey.media.multipart.FormDataMultiPart;

**import** org.glassfish.jersey.media.multipart.FormDataParam;

**import** com.ddlab.entity.User;

**import** com.ddlab.util.Constants;

**import** com.ddlab.util.FileUtil;

@Path("itc/upload")

**public** **class** ITCUploadService **extends** BaseResource {

//POST http://localhost:8090/springbootjersey2/api/itc/upload/image

//In case of postman client

//Choose form-data, file : c.jpg

@POST

@Path("/image")

@Consumes(MediaType.***MULTIPART\_FORM\_DATA***)

**public** Response uploadFile(FormDataMultiPart form) {

FormDataBodyPart filePart = form.getField("file");

ContentDisposition headerOfFilePart = filePart.getContentDisposition();

InputStream fileInputStream = filePart.getValueAs(InputStream.**class**);

String filePath = Constants.***SERVER\_UPLOAD\_LOCATION\_FOLDER*** + headerOfFilePart.getFileName();

// save the file to the server

FileUtil.*saveFile*(fileInputStream, filePath);

String output = "File saved to server location using FormDataMultiPart : " + filePath;

**try** {

fileInputStream.close();

} **catch** (IOException e) {

e.printStackTrace();

}

**return** Response.*status*(200).entity(output).build();

}

/\*

\* Another way to upload file

\* POST http://localhost:8090/springbootjersey2/api/itc/upload/image1

\* In case of postman client, choose form-data file : a.jpg

\*

\*/

@POST

@Path("/image1")

@Consumes(MediaType.***MULTIPART\_FORM\_DATA***)

**public** Response uploadFile(

@FormDataParam("file") InputStream fileInputStream,

@FormDataParam("file") FormDataContentDisposition contentDispositionHeader) {

String filePath = Constants.***SERVER\_UPLOAD\_LOCATION\_FOLDER***

+ contentDispositionHeader.getFileName();

// save the file to the server

String output = "";

**try** {

FileUtil.*saveFile*(fileInputStream, filePath);

output = "File saved to server location : " + filePath

+ " successfully";

} **catch** (Exception e) {

e.printStackTrace();

output = "Unexpected server exception while uploading the file.";

}

**return** Response.*status*(200).entity(output).build();

}

/\*

\* Posting image with data

\* POST http://localhost:8090/springbootjersey2/api/itc/upload/imageWithData

\* In case of postman client choose form-data

\* file: a.jpg

\* user: { "firstName" : "Deb", "lastName" : "Mishra","id" : 1 }

\*/

@POST

@Path("/imageWithData")

@Consumes(MediaType.***MULTIPART\_FORM\_DATA***)

**public** Response uploadFile(FormDataMultiPart form, @FormDataParam("user") String user) {

System.***out***.println("User-------->" + user.toString());

FormDataBodyPart filePart = form.getField("file");

ContentDisposition headerOfFilePart = filePart.getContentDisposition();

InputStream fileInputStream = filePart.getValueAs(InputStream.**class**);

String filePath = Constants.***SERVER\_UPLOAD\_LOCATION\_FOLDER***

+ headerOfFilePart.getFileName();

// save the file to the server

FileUtil.*saveFile*(fileInputStream, filePath);

String output = "File saved to server location using FormDataMultiPart : "

+ filePath;

**return** Response.*status*(200).entity(output).build();

}

/\*

\* Posting image with data

\* POST http://localhost:8090/springbootjersey2/api/itc/upload/imageWithData1

\* In case of postman client choose form-data

\* file: a.jpg

\* user: { "firstName" : "Deb", "lastName" : "Mishra","id" : 1 }

\*/

@POST

@Path("/imageWithData1")

@Consumes(MediaType.***MULTIPART\_FORM\_DATA***)

**public** Response uploadFileWithData(FormDataMultiPart form) {

Map<String, List<FormDataBodyPart>> params = form.getFields();

System.***out***.println(params);

String myJson = params.get("user").get(0).getValue();

System.***out***.println("myjson---------->" + myJson);

User user = User.*toUser*(myJson);

System.***out***.println("User-------->" + user.toXML());

FormDataBodyPart filePart = form.getField("file");

ContentDisposition headerOfFilePart = filePart.getContentDisposition();

InputStream fileInputStream = filePart.getValueAs(InputStream.**class**);

String filePath = Constants.***SERVER\_UPLOAD\_LOCATION\_FOLDER***

+ headerOfFilePart.getFileName();

// save the file to the server

FileUtil.*saveFile*(fileInputStream, filePath);

String output = "File saved to server location using FormDataMultiPart : "

+ filePath;

**try** {

fileInputStream.close();

} **catch** (IOException e) {

e.printStackTrace();

}

**return** Response.*status*(200).entity(output).build();

}

/\*

\* Posting multiple images

\* POST http://localhost:8090/springbootjersey2/api/itc/upload/multiupload

\* In case of postman client choose form-data

\* file1: a.jpg

\* file2: b.jpg

\* You can also use the html file called form.html

\*/

@POST

@Path("/multiupload")

@Consumes(MediaType.***MULTIPART\_FORM\_DATA***)

**public** Response uploadMultipleFile(FormDataMultiPart form) {

BodyPartEntity bodyPartEntity;

**for** (BodyPart part : form.getBodyParts()) {

bodyPartEntity = (BodyPartEntity) part.getEntity();

String fileName = part.getContentDisposition().getFileName();

System.***out***

.println("part.getContentDisposition().getFileName()---------->"

+ fileName);

InputStream fileInputStream = bodyPartEntity.getInputStream();

String filePath = Constants.***SERVER\_UPLOAD\_LOCATION\_FOLDER*** + fileName;

FileUtil.*saveFile*(fileInputStream, filePath);

}

**return** Response.*status*(200)

.entity("All Files uploaded successfully ... ").build();

}

}

## **ITCDownloadService.java**

**package** com.ddlab.web.resources;

**import** java.io.File;

**import** java.io.FileInputStream;

**import** java.io.FileNotFoundException;

**import** java.io.InputStream;

**import** javax.ws.rs.GET;

**import** javax.ws.rs.Path;

**import** javax.ws.rs.Produces;

**import** javax.ws.rs.QueryParam;

**import** javax.ws.rs.core.MediaType;

**import** javax.ws.rs.core.Response;

**import** javax.ws.rs.core.Response.Status;

**import** com.ddlab.util.FileUtil;

@Path("itc/download")

**public** **class** ITCDownloadService **extends** BaseResource {

/\*

\* You can directly hit the url in the browser

\* GET http://localhost:8090/springbootjersey2/api/itc/download/image

\*/

@Path("/image")

@GET

@Produces("image/jpg")

**public** Response getFile() {

**byte**[] docStream = FileUtil.*readContents*("D:/temp/k.jpg");

**return** Response.*ok*(docStream, MediaType.***APPLICATION\_OCTET\_STREAM***)

.header("content-disposition", "attachment; filename = k.jpg").build();

}

/\*

\* You can directly hit the url in the browser

\* GET http://localhost:8090/springbootjersey2/api/itc/download/image1?fileName=k.jpg

\*/

@Path("/image1")

@GET

@Produces(MediaType.***APPLICATION\_OCTET\_STREAM***)

**public** Response getFile(@QueryParam("fileName") String fileName) {

// Do not provide path param

Response response = **null**;

String dirPath = "D:/temp";

String filePath = dirPath + File.***separator*** + fileName;

**try** {

**if** (!**new** File(filePath).exists())

**throw** **new** FileNotFoundException();

**byte**[] docStream = FileUtil.*readContents*(dirPath + File.***separator***

+ fileName);

String attachment = "attachment; filename = " + fileName;

response = Response

.*ok*(docStream, MediaType.***APPLICATION\_OCTET\_STREAM***)

.header("content-disposition", attachment).build();

} **catch** (FileNotFoundException e) {

response = Response.*serverError*().status(Status.***BAD\_REQUEST***)

.build();

}

**return** response;

}

/\* You can directly hit the url in the browser

\* GET http://localhost:8090/springbootjersey2/api/itc/download/showImage?fileName=k.jpg

\*/

@Path("/showImage")

@GET

@Produces("image/jpg")

**public** Response showImage(@QueryParam("fileName") String fileName) {

Response response = **null**;

String dirPath = "D:/temp";

InputStream inStream = **null**;

String filePath = dirPath + File.***separator*** + fileName;

**try** {

**if** (!**new** File(filePath).exists())

**throw** **new** FileNotFoundException();

inStream = **new** FileInputStream(filePath);

response = Response.*ok*().entity(inStream).build();

} **catch** (FileNotFoundException e) {

e.printStackTrace();

response = Response.*serverError*().status(Status.***BAD\_REQUEST***)

.build();

}

**return** response;

}

}

# **Service Layer**

## **IUserService.java**

**package** com.ddlab.services;

**import** com.ddlab.entity.User;

**public** **interface** IUserService {

**public** **void** createUser(User user);

**public** **void** updateUser(User user);

**public** **void** deleteUser(User user);

**public** User getUserById(String id);

}

## **UserServiceImpl.java**

**package** com.ddlab.services;

**import** org.springframework.stereotype.Component;

**import** com.ddlab.entity.User;

@Component(value="userService")

**public** **class** UserServiceImpl **implements** IUserService {

**public** **void** createUser(User user) {

System.***out***.println("User created successfully...");

}

**public** **void** updateUser(User user) {

System.***out***.println("User information updated successfully...");

}

**public** **void** deleteUser(User user) {

System.***out***.println("User information deleted successfully...");

}

**public** User getUserById(String id) {

**if**( id == **null** ) **throw** **new** NullPointerException("User id can not be blank or empty");

User user = **new** User();

user.setFirstName("Deb");

user.setLastName("Mishra");

user.setId(Integer.*parseInt*(id));

**return** user;

}

}

# Util Layer

## **Constants.java**

**package** com.ddlab.util;

**public** **interface** Constants {

**public** **static** **final** String ***SERVER\_UPLOAD\_LOCATION\_FOLDER*** = "D:/temp/";

**public** **static** **final** String ***DATA\_LOCATION\_FOLDER*** = "D:/temp/data";

}

## **FileUtil.java**

**package** com.ddlab.util;

**import** java.io.File;

**import** java.io.FileInputStream;

**import** java.io.FileNotFoundException;

**import** java.io.FileOutputStream;

**import** java.io.IOException;

**import** java.io.InputStream;

**import** java.io.OutputStream;

**public** **class** FileUtil {

// save uploaded file to a defined location on the server

**public** **static** **void** saveFile(InputStream uploadedInputStream, String serverLocation) {

OutputStream outpuStream = **null**;

**try** {

**int** read = 0;

**byte**[] bytes = **new** **byte**[1024];

outpuStream = **new** FileOutputStream(**new** File(serverLocation));

**while** ((read = uploadedInputStream.read(bytes)) != -1) {

outpuStream.write(bytes, 0, read);

}

} **catch** (IOException e) {

e.printStackTrace();

} **finally** {

**try** {

outpuStream.flush();

outpuStream.close();

} **catch** (IOException e) {

e.printStackTrace();

}

}

}

**public** **static** **byte**[] readContents(String filePath) {

File file = **new** File(filePath);

**byte**[] buffer = **new** **byte**[(**int**) file.length()];

InputStream inStream = **null**;

**try** {

inStream = **new** FileInputStream(file);

inStream.read(buffer);

} **catch** (FileNotFoundException e) {

e.printStackTrace();

} **catch** (IOException e) {

e.printStackTrace();

} **finally** {

**try** {

**if** (inStream != **null**)

inStream.close();

} **catch** (Exception e2) {

}

}

**return** buffer;

}

}

## **Entity Layer**

**package** com.ddlab.entity;

**import** java.io.IOException;

**import** java.io.StringWriter;

**import** javax.xml.bind.JAXBContext;

**import** javax.xml.bind.JAXBException;

**import** javax.xml.bind.Marshaller;

**import** javax.xml.bind.annotation.XmlAccessType;

**import** javax.xml.bind.annotation.XmlAccessorType;

**import** javax.xml.bind.annotation.XmlElement;

**import** javax.xml.bind.annotation.XmlRootElement;

**import** javax.xml.bind.annotation.XmlType;

**import** org.codehaus.jackson.JsonParseException;

**import** org.codehaus.jackson.annotate.JsonProperty;

**import** org.codehaus.jackson.annotate.JsonPropertyOrder;

**import** org.codehaus.jackson.map.JsonMappingException;

**import** org.codehaus.jackson.map.ObjectMapper;

@XmlRootElement(name = "User")

@XmlAccessorType(XmlAccessType.***FIELD***)

@XmlType(propOrder = { "firstName", "lastName", "id" })

@JsonPropertyOrder(value = { "firstName", "lastName", "id" })

**public** **class** User {

@XmlElement(name = "firstName")

@JsonProperty("firstName")

**private** String firstName;

@XmlElement(name = "lastName")

@JsonProperty("lastName")

**private** String lastName;

@XmlElement(name = "id")

@JsonProperty("id")

**private** **int** id;

**public** String getFirstName() {

**return** firstName;

}

**public** **void** setFirstName(String firstName) {

**this**.firstName = firstName;

}

**public** String getLastName() {

**return** lastName;

}

**public** **void** setLastName(String lastName) {

**this**.lastName = lastName;

}

**public** **int** getId() {

**return** id;

}

**public** **void** setId(**int** id) {

**this**.id = id;

}

@Override

**public** String toString() {

**return** "User [firstName=" + firstName + ", lastName=" + lastName + ", id=" + id + "]";

}

**public** String toJSON() {

ObjectMapper mapper = **new** ObjectMapper();

String toJson = **null**;

**try** {

toJson = mapper.writerWithDefaultPrettyPrinter().writeValueAsString(**this**);

} **catch** (IOException e) {

e.printStackTrace();

}

**return** toJson;

}

**public** String toXML() {

String xmlString = "";

**try** {

JAXBContext context = JAXBContext.*newInstance*(**this**.getClass());

Marshaller m = context.createMarshaller();

m.setProperty(Marshaller.***JAXB\_FORMATTED\_OUTPUT***, Boolean.***TRUE***);

StringWriter sw = **new** StringWriter();

m.marshal(**this**, sw);

xmlString = sw.toString();

} **catch** (JAXBException e) {

e.printStackTrace();

}

**return** xmlString;

}

**public** **static** User toUser(String jsonString) {

ObjectMapper mapper = **new** ObjectMapper();

User user = **null**;

**try** {

user = (User) mapper.readValue(jsonString, User.**class**);

} **catch** (JsonParseException e) {

e.printStackTrace();

} **catch** (JsonMappingException e) {

e.printStackTrace();

} **catch** (IOException e) {

e.printStackTrace();

}

**return** user;

}

}

You can the entire application from Eclipse.

You can also run using maven command given below.

Mvn clean package

Cd /target

Java -jar springbootjersey2-0.0.1-SNAPSHOT.jar

You can also externalize the spring boot configuration file. The properties file is given below.

# **Xternalapp.properties**

server.contextPath=/jerseyboot/api

server.port=8090

#logging.path=E:/springboot-2017/springbootjersey2/logs

#logging.path does not work, hence give the full path with file name

logging.file=E:/springboot-2017/springbootjersey2/logs/springbootjersy2.log

You have to use the following option

**Java -jar <springbootApplication>.jar –spring.config.location=<actual path of file>**

use below the command to run as externalized properties file.

java -jar springbootjersey2-0.0.1-SNAPSHOT.jar **--spring.config.location**=E:/springboot-2017/springbootjersey2/xternalapp.properties

You can also run like this but make sure the properties file in the same directory where the springapplication.java file resides.

java -jar springbootjersey2-0.0.1-SNAPSHOT.jar **--spring.config.location=./xternalapp.properties**

Spring Boot with Rest and Swagger (No Jersey)

# **Project Structure**
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# **Maven Configuration (pom.xml)**

<project xmlns=*"http://maven.apache.org/POM/4.0.0"* xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd"*>

<modelVersion>4.0.0</modelVersion>

<groupId>springboot-swagger1</groupId>

<artifactId>springboot-swagger1</artifactId>

<version>0.0.1-SNAPSHOT</version>

<packaging>jar</packaging>

<name>springboot-swagger1</name>

<url>http://maven.apache.org</url>

**<parent>**

**<groupId>org.springframework.boot</groupId>**

**<artifactId>spring-boot-starter-parent</artifactId>**

**<version>1.4.2.RELEASE</version>**

**</parent>**

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

</properties>

<dependencies>

**<dependency>**

**<groupId>org.springframework.boot</groupId>**

**<artifactId>spring-boot-starter-web</artifactId>**

**</dependency>**

**<dependency>**

**<groupId>io.springfox</groupId>**

**<artifactId>springfox-swagger-ui</artifactId>**

**<version>2.6.1</version>**

**<scope>compile</scope>**

**</dependency>**

**<dependency>**

**<groupId>io.springfox</groupId>**

**<artifactId>springfox-swagger2</artifactId>**

**<version>2.6.1</version>**

**<scope>compile</scope>**

**</dependency>**

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-compiler-plugin</artifactId>

<configuration>

<source>1.8</source>

<target>1.8</target>

</configuration>

</plugin>

</plugins>

</build>

</project>

# **Application Configuration (src/main/resources/application.properties)**

server.contextPath=/springbootswagger1

server.port=8090

# **Java Code**

## **SpringBootApp.java**

**package** com.ddlab.rnd.boot;

**import** org.springframework.boot.SpringApplication;

**import** org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

**public** **class** SpringBootApp {

**public** **static** **void** main(String[] args) {

SpringApplication.*run*(SpringBootApp.**class**, args);

}

}

## **SwaggerConfig.java**

**package** com.ddlab.rnd.boot.config;

**import** org.springframework.context.annotation.Bean;

**import** org.springframework.context.annotation.Configuration;

**import** springfox.documentation.builders.PathSelectors;

**import** springfox.documentation.builders.RequestHandlerSelectors;

**import** springfox.documentation.service.ApiInfo;

**import** springfox.documentation.service.Contact;

**import** springfox.documentation.spi.DocumentationType;

**import** springfox.documentation.spring.web.plugins.Docket;

**import** springfox.documentation.swagger2.annotations.EnableSwagger2;

@Configuration

@EnableSwagger2

**public** **class** SwaggerConfig {

@Bean //best way to use

**public Docket resourcesApi() {**

**return new Docket(DocumentationType.*SWAGGER\_2*)**

**.select()**

**.apis(RequestHandlerSelectors.*any*())**

**.paths(PathSelectors.*any*())**

**.build()**

**.apiInfo(metaData());**

**}**

**private** ApiInfo metaData() {

ApiInfo apiInfo = **new** ApiInfo(

"Spring Boot REST API",

"Spring Boot REST API for Online Store",

"1.0",

"Terms of service",

**new** Contact("Debadatta Mishra", "https://springframework.org", "deba@ddlab.com"),

"Apache License Version 2.0",

"https://www.apache.org/licenses/LICENSE-2.0");

**return** apiInfo;

}

}

## **ITCResources.java**

**package** com.ddlab.rnd.boot.resources;

**import** org.springframework.http.HttpStatus;

**import** org.springframework.http.ResponseEntity;

**import** org.springframework.web.bind.annotation.PathVariable;

**import** org.springframework.web.bind.annotation.RequestMapping;

**import** org.springframework.web.bind.annotation.RequestMethod;

**import** org.springframework.web.bind.annotation.RestController;

**import** io.swagger.annotations.Api;

**import** io.swagger.annotations.ApiOperation;

@RestController

@RequestMapping("/itc")

@Api(value="onlinestore", ~~description~~="Operations pertaining to products in Online Store")

**public** **class** ITCResources {

**@ApiOperation(value = "Delete a product")**

@RequestMapping(value="/delete/{id}", method = RequestMethod.***DELETE***, produces = "application/json")

**public** ResponseEntity delete(@PathVariable **int** id){

System.***out***.println("Deleting some ids");

**return** **new** ResponseEntity("Product deleted successfully", HttpStatus.***OK***);

}

}

# **How to Access**

To see only json data

<http://localhost:8090/springbootswagger1/v2/api-docs>

To see the Swagger UI

<http://localhost:8090/springbootswagger1/swagger-ui.html>

Spring Boot with Jersy and Swagger

Springfox does not support Jersey framework for swagger documentation.

# **Project Structure**

![](data:image/png;base64,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)

# **Maven Configuration (pom.xml)**

<project xmlns=*"http://maven.apache.org/POM/4.0.0"* xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd"*>

<modelVersion>4.0.0</modelVersion>

<groupId>springboot3</groupId>

<artifactId>springboot3</artifactId>

<version>0.0.1-SNAPSHOT</version>

<packaging>jar</packaging>

<name>springboot3</name>

<url>http://maven.apache.org</url>

**<parent>**

**<groupId>org.springframework.boot</groupId>**

**<artifactId>spring-boot-starter-parent</artifactId>**

**<!-- <version>1.2.7.RELEASE</version> -->**

**<version>1.4.1.RELEASE</version>**

**</parent>**

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

</properties>

<dependencies>

**<dependency>**

**<groupId>org.springframework.boot</groupId>**

**<artifactId>spring-boot-starter-web</artifactId>**

**</dependency>**

<!-- Spring Jersey Integration -->

**<dependency>**

**<groupId>org.springframework.boot</groupId>**

**<artifactId>spring-boot-starter-jersey</artifactId>**

**</dependency>**

<!-- Jersey Specific -->

**<dependency> <!-- Very important -->**

**<groupId>org.glassfish.jersey.core</groupId>**

**<artifactId>jersey-server</artifactId>**

**</dependency>**

<dependency>

<groupId>org.codehaus.jackson</groupId>

<artifactId>jackson-core-asl</artifactId>

<version>1.9.13</version>

</dependency>

<dependency>

<groupId>org.codehaus.jackson</groupId>

<artifactId>jackson-mapper-asl</artifactId>

<version>1.9.13</version>

</dependency>

<dependency>

<groupId>org.glassfish.jersey.media</groupId>

<artifactId>jersey-media-multipart</artifactId>

<version>2.14</version>

</dependency>

<!-- Swagger Lib -->

<dependency>

<groupId>io.swagger</groupId>

<artifactId>swagger-jersey2-jaxrs</artifactId>

<version>1.5.9</version>

</dependency>

<dependency>

<groupId>io.swagger</groupId>

<artifactId>swagger-annotations</artifactId>

<version>1.5.9</version>

</dependency>

<dependency>

<groupId>io.swagger</groupId>

<artifactId>swagger-core</artifactId>

<version>1.5.9</version>

</dependency>

<dependency>

<groupId>io.swagger</groupId>

<artifactId>swagger-jaxrs</artifactId>

<version>1.5.9</version>

</dependency>

</dependencies>

<build>

<finalName>springboot3</finalName>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-compiler-plugin</artifactId>

<configuration>

<source>1.8</source>

<target>1.8</target>

</configuration>

</plugin>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

# **Spring Boot Configuration (src.main/resources/application.properties)**

server.contextPath=/springboot3

server.port=8090

spring.mvc.view.prefix: /

spring.mvc.view.suffix: .html

# **Java Classes**

## **Application.java**

**package** com.ddlab.rnd.boot;

**import** org.springframework.boot.SpringApplication;

**import** org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

**public** **class** Application {

**public** **static** **void** main(String[] args) {

SpringApplication.*run*(Application.**class**, args);

}

}

## **ApplicationPkgs.java**

**package** com.ddlab.rnd.boot;

**import** java.util.HashSet;

**import** java.util.Set;

**import** javax.ws.rs.ApplicationPath;

**import** org.glassfish.jersey.jackson.JacksonFeature;

**import** org.glassfish.jersey.media.multipart.MultiPartFeature;

**import** org.glassfish.jersey.server.ResourceConfig;

**import** org.springframework.stereotype.Component;

**import** io.swagger.jaxrs.config.BeanConfig;

//To know about WADl : GET http://localhost:8090/springboot3/myitc/application.wadl

@Component // ~~ This is mandatory

@ApplicationPath("myitc") // ~~ Very very important

**public** **class** ApplicationPkgs **extends** ResourceConfig {

**public** ApplicationPkgs() {

// super(

// ITCResources.class,ITCUploadService.class,ITCDownloadService.class,JacksonFeature.class,MultiPartFeature.class);

// OR you can write below

Set<Class<?>> classes = **new** HashSet<Class<?>>();

classes.add(ITCResources.**class**);

classes.add(JacksonFeature.**class**);

classes.add(MultiPartFeature.**class**);

//For swagger docs

classes.add(io.swagger.jaxrs.listing.ApiListingResource.**class**);

classes.add(io.swagger.jaxrs.listing.SwaggerSerializers.**class**);

swaggerConfiguration();

registerClasses(classes);

}

**private** **void** swaggerConfiguration() {

BeanConfig beanConfig = **new** BeanConfig();

// beanConfig.setHost("localhost:8090");

beanConfig.setBasePath("springboot3/myitc");

beanConfig.setResourcePackage("com.ddlab.rnd.boot");

beanConfig.setScan(**true**);

}

}

## **IndexPageController.java**

**package** com.ddlab.rnd.boot;

**import** org.springframework.stereotype.Controller;

**import** org.springframework.web.bind.annotation.RequestMapping;

@Controller

**public** **class** IndexPageController {

@RequestMapping("/")

**public** String login() {

**return** "index";

}

}

## **ITCResources.java**

**package** com.ddlab.rnd.boot;

**import** javax.ws.rs.GET;

**import** javax.ws.rs.Path;

**import** javax.ws.rs.PathParam;

**import** javax.ws.rs.Produces;

**import** javax.ws.rs.core.MediaType;

**import** javax.ws.rs.core.Response;

**import** io.swagger.annotations.Api;

**import** io.swagger.annotations.ApiOperation;

**import** io.swagger.annotations.ApiResponse;

**import** io.swagger.annotations.ApiResponses;

**import** io.swagger.annotations.Contact;

**import** io.swagger.annotations.ExternalDocs;

**import** io.swagger.annotations.Info;

**import** io.swagger.annotations.License;

**import** io.swagger.annotations.SwaggerDefinition;

**import** io.swagger.annotations.Tag;

@Path("/itc")

@Api(value="/myitc/itc",tags={"BasicService: This is the basic service.\n It is useful now."})

@SwaggerDefinition(

info = @Info( description = "A basic service for testing", version = "v1",

title = "Basic service api", termsOfService = "http://github.com/debjava",

contact = @Contact(name = "Debadatta Mishra", email = "deba.java@gmail.com",

url = "http://github.com/debjava"

),

license=@License(name = "Apache 2.0", url = "http://www.apache.org/licenses"),

consumes = {"text/plain,","application/json", "application/xml"},

produces = {"text/plain,","application/json", "application/xml"},

schemes = {SwaggerDefinition.Scheme.***HTTP***, SwaggerDefinition.Scheme.***HTTPS***},

tags = {

@Tag(name = "Private", description = "Tag used to denote operations as private")

},

externalDocs = @ExternalDocs(value = "No external doc", url = "http://nodoc.html")

)

**public** **class** ITCResources {

@GET

**public** String message() {

**return** "Hello " + "Piku, you got spring with Jersey";

}

@Path("/user/{id}")

@GET

@Produces({ MediaType.***TEXT\_PLAIN*** })

@ApiOperation(value = "get user details by id as path param", notes = "get the user details from id as path param", code = 200)

@ApiResponses(value={

@ApiResponse(code=200, message="OK"),

@ApiResponse(code=500, message="Internal Error")

})

**public** Response getUserById(@PathParam("id") **int** id) {

**if**( id == 0 ) **throw** **new** IllegalArgumentException("Id cannot be 0, enter a valid id");

System.***out***.println("Got the user response");

**return** Response.*ok*().entity("Got the user response").build();

}

}

# **Changes in Index.html of swagger doc**

<script type=*"text/javascript"*>

$(**function** () {

**var** url = window.location.search.match(/url=([^&]+)/);

**if** (url && url.length > 1) {

url = decodeURIComponent(url[1]);

} **else** {

/\* url = "/springboot3/myitc/swagger.json"; \*/

url = "/springboot3/myitc/swagger.json";

}

# **URLS to Use**

<http://localhost:8090/springboot3/myitc/application.wadl>

For Swagger UI : <http://localhost:8090/springboot3>

Only Swagger json : <http://localhost:8090/springboot3/myitc/swagger.json>